Introduction to Unix

# The command line

When working in bioinformatics, using the command line is essential. In contrast to the usual drag and drop interfaces using the mouse, every command needs to be typed into the shell of the terminal. You can open the terminal for that with CTRL + ALT + T. To specify the parameters belonging to the command, a space is left after the command and then followed by the parameter.

> **command** *parameter1* *parameter2*

The > is the command prompt, which is just the shells way of asking what it can do for you. It is important to remember that lower case or upper case letters do make a difference and can describe a different command or parameters.

If unsure which parameters can be used within a command, you can type in

> **command** -h

In most cases, this will list the help page with all relevant information on the command and the parameters. In case you want more detailed information on a special application of this command or some examples for its use you can also use Google for more information from experienced users. However, as always, be careful with information provided by an unknown internet source.

If you want to stop a command from running, you can press CTRL + C (alternatively: CTRL + Z). This will interrupt the execution of the command or program and you will return to the command prompt.

# Moving along the directory tree

Some of the most basic but important commands are those that help you to navigate through your file and folder system. The following table (table 1) will help you to move between folders (directories), create, delete, copy and move files and folders and look at the content.

Table 1: Basic unix commands

|  |  |
| --- | --- |
| Command | Result |
| **cd** *directory1* | Change to *directory1* |
| **ls** *directory1* | List content of *directory1* |
| **mkdir** *directory1* | Create *directory1* |
| **rmdir** *directory1* | Remove empty *directory1* |
| **cp** *file1 folder2* | Copy *file1* to *folder2* |
| **mv** *file1 folder2* | Move *file1* to *folder2* |
| **rm** *file1* | Delete *file1* |
| **pwd** | Show current directory |

When moving between directories, you are traversing along a directory tree. This means the files are usually in folders, which are part of other folders and so on. At the top of the tree there is the root folder, from which the other folders branch off. A folder is usually marked by a slash / after the name, which can then followed by the name of a file in the folder. Usually when logging in, you will start in your home folder, which branches off the root folder (Figure 1).
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Figure 1: Folder structure within a Unix based system.

There should be a home folder for each user. You will see a description of the folder you are currently residing in in front of the prompt, which will include your user name and the computer name before and after the @, respectively, and the current directory path after the ~. There are some wildcards for parameters (table 2), e.g. for using with the commands listed in table 1 to navigate between directories:

Table 2: Wildcards

|  |  |
| --- | --- |
| Wildcard | Representation |
| ~ | Home folder |
| . | Current directory |
| .. | One directory above the current one |
| / | Separator between directories |
| \* | Any amount of any symbol (or any file) |
| ? | Any symbol (takes one spot) |

When stating paths to files or directories, you can either type in the absolute path from the root directory or you can type in a relative path from the current directory you are residing in (e.g. **cd** ../home/master or /home/master). If you do not want to type in the whole name of the folder or file, you can type in the first letters and then press the TAB button on your keyboard for auto-completion. If there are several possibilities, another press of the button will list these. However, if there are too many possibilities you will get noticed. Be sure if you really want to get them all listed then!

**Exercise 1**

Open the terminal and find out in which folder you are. Create a folder with your *user name* in there. Then create a folder called pflaphy\_exercises in your *user* folder. Subsequently, copy the files from the master folder into the folder pflaphy\_exercises. The master folder should be in /home/ in the directory tree. Move into the pflaphy\_exercises folder. Show all file names in the current directory and delete the I\_want\_to\_be\_removed.txt file. Ensure that it is gone from the folder! Then change the name of I\_want\_a\_new\_name.txt to HMA4.txt.

# File types

Files usually have a file extension, separated from the filename by a dot, which shows the file type.

> filename.extension e.g. data.txt

This ensures that the file can be appropriately recognized, opened and interpreted. A simple text file usually has the ending .txt and there are no regulations regarding the format. Sequence files (DNA, RNA or protein) are most often in Fasta format (.fasta or .fa). Fasta files are characterized by starting with a >, followed by sequence name, description and putative further information. This is the so called header line. The next line contains the sequence, in which nucleotides or amino acids are represented with their respective single letter codes. The sequences within a multi sequence fasta-file are separated by the headers which always start with the >.

With the new approaches of whole genome and whole transcriptome sequencing, large files containing millions of small sequences were established. These new large datasets, called *libraries*, contain millions of small sequences called *reads*. Those reads can be aligned to a reference sequence. The output, called *alignment*, can be stored in a Sequence Alignment/ Map file [short: SAM-file (.sam)]. SAM is a TAB-delimited text format consisting of a header section, where the lines start with @, and an alignment section. The header section contains additional information on the aligned sequences and alignment parameters set. The alignment section consists of 11 mandatory fields, e.g. coordinates, the sequence, matches, insertions, deletions or read pairs. Read pairs are corresponding reads from two ends of the same DNA molecule. An example line for the alignment section is given below:

r001 99 ref 7 30 8M2I4M1D3M = 37 39 TTAGATAAAGGATACTG \*

This tells us that read1 (r001) is the first of a paired read with the mate properly mapped on the reverse strand (99) aligned to the reference ref at position 7 with a mapping quality of 30. The cigar string 8M2I4M1D3M indicates that there are 8 matches, followed by two insertions to the reference, followed by 4 matches, 1 deletion and another 3 matches. The = refers to the reference sequence name of the mate, which is in this case the same as the ref here. The mate is aligned at position 37. The number of bases between the start of read1 and the end of read2 is 39 bases. The line then gives the sequence of read1 and a \* in place of a base quality, because that information is in this case not available.

Due to storage availability, alignments are mostly converted from SAM format to BAM format (.bam). While the SAM format is human readable, the BAM format is not as it is a binary-file, which means that all letters, signs and codes are converted into a sequence of bytes [the binary digits (bits)] grouped in eights.

![../../../pflaphy1/share/Document_Exchange/A-Modul%20Bioinf/Skript/Wikipedia_favicon_hexdump.svg.p](data:image/png;base64,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)

Figure 1: Example of a binary file. First column numerates the lines starting address. (This picture is licensed under the Creative Commons Attribution-Share Alike 3.0 Unported license. https://commons.wikimedia.org/wiki/File:Wikipedia\_favicon\_hexdump.svg)

# Show and edit files

There are several commands available for opening or manipulating text files (table 3):

Table 3: Example of some commands that can be used to show, edit, and manipulate files.

|  |  |
| --- | --- |
| Command | Result |
| **less** *file1* | Show content of *file1* one page at a time |
| **more** *file1* | Show content of *file1* one page at a time |
| **cat** *file1* > *file2* | Save *file1* in *file2* |
| **cat** *file1* >> *file2* | Concatenate *file1* and *file2* |
| **nano** *file1* | Open *file1* in the text editor Nano |
| **head** –n 10 *file1* | Show the first 10 lines of *file1* |
| **tail** –n 10 *file1* | Show the last 10 lines of *file1* |
| **wc** -l | Counts the number of lines in a file |

If you want to open a file to look at the content without editing, you can use the command **less** or **more**

> **less** *file1*

or

> **more** *file1*

The main difference between the two is that you can scroll backwards with less. Both will display the text on the command window and break the text into pages if it exceeds the screen size. You can then move to the next page by pressing the SPACE BAR or using the DOWN ARROW.

The command **cat** will also open a file, so that the content of the file can then be used with other commands or stored in another file. Here, the > redirects the output of a command, in this case the opened file, to a specific file. The similar >> also directs the output of the last command to the specified file, but appends to this file instead of replacing possible contents. Always be aware that copying to a certain file or directing output to a file will replace the contents of this file if it already exists.

If you want to edit a file, one example of a text editor working from the command line is Nano. Once you have opened a file in there, you can change the text by moving with the arrows and typing on the keyboard. Copying is achieved by marking the text with the mouse, pasting by using a right click or a click on the middle wheel of the mouse. You can save the altered file by pressing CTRL and X and Nano will then give you the choice between altering the current file or saving it under a new name. If you want to save it under the current name, you can then just press ENTER, otherwise you write the new name and press enter and then confirm with Y.

If you only want to display the first lines or last lines of a file, you can use **head** or **tail**. If you do not add the -n *#* parameter, the default is to show the first or last 10 lines, respectively. However, you can add e.g. the -n 12 parameter to show the first or last 12 lines. This is especially helpful for files that store meta information (additional information e.g. on the creation of the file) in the header, or for error messages, that often give a final statement (done or error) at the bottom.

The **wc** command can be helpful if you want to know the number of words or the number of lines of a file. **wc** -l *file* will give you the number of lines specifically, **wc** -c *file* the number of words and **wc** *file* will print the number of lines, words and digits. This can give you a first impression of the size of a text file. You can use this e.g. to determine if your concatenation has been successful.

**Exercise 2**

Look at the first page of the HMA4\_1.fasta file. What do you notice about the setup of a fasta file? Do the same for HMA4\_2.fasta. Then concatenate the 2 (HMA4\_1.fasta before HMA4\_2.fasta) into HMA4.fasta. Look at the first and last 10 lines of this new file and count the lines of HMA4\_1.fasta, HMA4\_2.fasta and HMA4.fasta to ensure your concatenation worked. Open HMA4.fasta in nano and change the “Halleri” in line 1 to “halleri”. Save this change.

# Searching text files or directories

There are several commands available for finding files, text in files or to replace this text with another text (table 4). In order to find a file you can use the find command, e.g. if you are not sure if the file is contained in this specific folder. This can be useful instead of the **ls** command for large folders. To find text within a file, the **grep** command is very common. This will print all the lines of a file containing the text you have searched for. If you want to replace the text with another text, you can use **sed**. For extracting certain columns of a file, the **cut** command is helpful.

Table 4: Commands for searching a text or directory

|  |  |
| --- | --- |
| Command | Result |
| **find** *directory1* -name ‘*file1*’ | Find *file1* in *directory1* |
| **grep** -n ‘*Text*’ *file1* | Show line numbers and lines containing ‘*Text*’ in *file1* |
| **sed** -i ‘s/*Text1*/*Text2*/g’ *file1* | Find all occurrences of ‘*Text1*’ in *file1* and replace with ‘*Text2*’ |
| **cut** -f1,2 -d ' ' *file1* | Take the first and second column of *file1*, which are separated by a space |
| **awk** ‘*pattern* {*action*}’ *file1* | Perform *action* on *file1* if *pattern* is fulfilled |

Most of these actions can also be achieved with the **awk** command, however **awk** is an own language and is therefore more complex.

To replace the **grep** command, you could also type

> **awk** '/*Text*/{**print** $0}' *file1*

To replace the **sed** command you could type

> **awk** ‘{**gsub** (/*Text1*/, “*Text2*”); **print**}’ *file1*

And to replace **cut**

> **awk** –F’ ‘ ‘{**print** $1,$2}’ *file1*

**Exercise 3**

Search for the pattern “Halleri” in HMA4.fasta. If exercise 2 worked, your search will be unsuccessful. Then search for “halleri” and print the lines containing “halleri” to the screen. Replace all occurrences of “sequence” with “Sequence”.

# Piping

Sometimes it can be useful to combine commands, e.g. redirect the output of one command to another command. This can save memory if the output of the first command is only needed as input for the second command and only the result of the second command needs to be stored or printed to the screen. Additionally we can save some typing. The sign for this is the |. One example would be, if you want to count the number of text files in your directory:

> **ls** \*.txt | **wc** -l

This assumes that all text files end with .txt. The ls command returns a list of all the files ending with .txt. This list is then the input for a line count.

**Exercise 4**

Find out how many files in the current directory end with .fasta. Print the first 2 words of HMA4.fasta after the “>HE….1”. List in which line number “>” occurs in HMA4.fasta and save only these numbers in Exercise4.txt.

# Run a program

After you have installed a program, you can run it by typing the name of the program or by typing ./program file (if you want to run a certain version of a program), followed by the parameters and input file. You can direct the output via > to your desired output file and the error file with 2> to your desired error file. The error file contains a log of the program, informing you about intermediate steps or if an error occurred. Most error files have a final statement at the bottom, which is either an error message or a “Done.” or another statement of success.

# Write an executable script

If you want to use a combination of commands several times, it can be useful to put these into a script. That way you note which commands you used in what order and you can run them the same way again. This is especially helpful, if you want to run a certain pipeline. You just have to change the sample names in the file and start it again.

Bash files always start with a line

#!/bin/bash

This tells the interpreter (a “translator” from your commands to the action of the computer) that this is a bash file. You can then add a comment about what this file does, who created it, when it was created and what versions of a program are used. Commands have a hashtag # in front of the line to signal to the interpreter, that this is not part of the script and should not be run as a command. This meta information is very important to include for your own documentation and also when changes are made or the script is shared with someone else.

After this you can add the command you want to run or the program you want to run.

You should save the file with the file extension .sh as another way to signal the interpreter that this is a bash file. If you write the file in Nano, it will automatically show a color code, e.g. for arguments in quotation marks, that will make it easier for you to keep an overview over your script.

You can write several commands in one line and separate them by a semicolon ; to execute them in order, but for readability and understanding it can be easier to write every command into a new line. Try to make the script as easy to understand as possible by adding comments also behind commands to indicate their function (separated by # from the command) and grouping commands with empty lines to indicate new paragraphs of a script.

You can run the script by typing

> **./***Script.sh*

**Exercise 5**

Write a script Script1.sh that returns the number of lines and words of HMA4.fasta and the lines starting with >. Run the script. If it worked, replace HMA4.fasta with HMA4\_2.fasta and save it as a new script Script2.sh and run the second script. Remember to add comments about the date you created the script, your name and what it does.